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Aim: Implement Hamiltonian Cycle using Backtracking.

Code-# Hamiltonian Cycle problem using backtracking

# Example graph (Adjacency Matrix)

G = [

[0, 1, 1, 0, 0],

[1, 0, 1, 1, 0],

[1, 1, 0, 1, 1],

[0, 1, 1, 0, 1],

[0, 0, 1, 1, 0]

]

n = len(G) # number of vertices

x = [0] \* n # path array to store the cycle

def next\_value(k):

"""

Try to assign a valid vertex to x[k]

"""

while True:

x[k] = (x[k] + 1) % n # cycle through 0 to n-1

if x[k] == 0:

return

if G[x[k - 1]][x[k]] != 0:

for j in range(1, k):

if x[j] == x[k]:

break

else:

if (k < n - 1) or (k == n - 1 and G[x[k]][x[0]] != 0):

return

def hamiltonian(k):

"""

Recursive function to generate Hamiltonian cycles

"""

while True:

next\_value(k)

if x[k] == 0:

return

if k == n - 1:

print("Hamiltonian Cycle:", \*x, x[0])

else:

hamiltonian(k + 1)

def main():

x[0] = 0 # starting from vertex 0

print("Hamiltonian Cycles in the graph:")

hamiltonian(1)

# Entry point for OnlineGDB

if \_\_name\_\_ == "\_\_main\_\_":

main()

Output
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